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Nederlandstalige Samenvatting

Het doel van dit onderzoek is om de verschillen tussen client-side rendering
en server-side rendering te bestuderen. Daarnaast is het ook de bedoeling om
ontwikkelaars te helpen in de keuze tussen deze twee rendering paradigma’s.

Allereerst worden — naast het aangeven van de noodzaak voor deze ver-
gelijkende studie — de verschillen tussen client-side en server-side rendering
uitgelegd. Hierna volgt een overzicht van de evolutie van het world wide web,
en een verduidelijking van welke technologieën er effectief gebruikt worden
om webapplicaties met beide rendering paradigma’s te implementeren.
Daarna worden de verschillende software kwaliteitsattributen geïntroduceerd
en besproken waarop deze vergelijkende studie gebaseerd is. Verder is er een
enquête gedaan a.h.v. een uitgebreide lijst van kwaliteitsattributen. Deze
enquête biedt eerste inzichten in wat ontwikkelaars denken over de verschillen
tussen de twee rendering paradigma’s, en geeft nogmaals aan dat er nood is
aan een vergelijkende studie

Het eerste onderzoek wordt gedaan in de pilot study a.h.v. zelfgeschreven
webapplicaties. Op deze projecten worden performance en development time
gemeten.
Vervolgens wordt een case study gedaan a.h.v. bestaande opensourceprojec-
ten. Op deze Github projecten wordt de performance, scalability, develop-
ment effort en availability onderzocht.

Er wordt vastgesteld dat client-side rendering de voorkeur geniet wanneer
er belang gehecht wordt aan de volgende kwaliteitsattributen: server band-
width, server throughput, next page load times, usability en scalability. Server-
side rendering daarentegen geniet de voorkeur voor volgende kwaliteitsattri-
buten: initial page loads, development effort, search engine optimisation en
browser compatibility. Gebaseerd op deze bevindingen wordt een beslissings-
boom opgesteld om developers te helpen de keuze te maken tussen de twee
rendering paradigma’s.



Abstract

The main goal of this study is to investigate the differences between client-
side rendering and server-side rendering and to advise developers on making
the choice between those two rendering paradigms.

First, the need for such a comparative study is explained, as well as the two
rendering paradigms. This is followed by an overview of how the world wide
web changed over the years and an explanation of the current technologies
that are actually used for implementing web applications with both client-
side rendering and server-side rendering.
Then, the different software quality attributes on which the comparison is
based are introduced and explained. Furthermore, a survey is performed
on an extensive list of quality attributes. This survey gives first insights in
what developers think about the differences between the two paradigms, and
shows again the need for a comparative study.

The first investigation is done by means of a pilot study on self-written web
applications. On this projects the performance and development effort are
measured.
Then, a case study is done on existing open source projects. On these exist-
ing Github repositories, the performance, scalability, development effort and
availability are investigated.

It is found that client-side rendering is to be preferred when the following
attributes are important: server bandwidth, server throughput, next page load
times, usability and scalability. Server-side rendering, on the other hand, is
the be preferred for the following attributes: initial page loads, development
effort, search engine optimisation and browser compatibility. Based on this
findings a decision tree is composed to guide developers in making the choice
between the two paradigms.
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CHAPTER1
Introduction

With the arrival of Web 2.0, the Internet changed drastically from a whole
of static pages, to more dynamic content with enriched user interaction [52].
This paradigm shift from server-side rendering to client-side rendering, which
delegates more processing work to the client, resulted into single page ap-
plications – websites using client-side rendering instead of fetching HTML
pages rendered at server [55] [23].
This thesis discusses the differences between these two rendering paradigms
and compares them on software quality attributes.

1.1 Why Compare Client-side with Server-side Rendering
There are numerous consequences of choosing one paradigm over the other.
The preference of one paradigm over the other has for instance some ram-
ifications for the page load times, development, and maintenance cost [95]
[77]. The increased page load times may translate to customer abandon-
ment [62]. Similarly, search engine optimisations and browser compatibility
are also impacted by the choice [11] [6].

Lack of Literature
Literature around these consequences is found mainly in blogposts, in which
the personal experience and opinion of one developer or one team is proposed.
Although there exists literature about modern technologies, including sin-
gle page applications and client-side rendering [57] [37] [54], searching for
academic literature on this specific topic yields no results.
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Difficulty for Developers
On the other hand, organisations struggle to decide which rendering strategy
to choose for their specific applications. For example, Twitter originally used
server-side rendering and then switched to client-side rendering in 2010 [76].
Then, they switched back to server-side rendering again in 2012 [90].
This implies that a comparison to help objectively decide which paradigm
to choose from the two would be helpful.

Conclusion 1.1.1
There is a clear need for a comparative study between client-side rendering
and server-side rendering.

1.2 How Compare Client-side with Server-side Rendering?
Choosing one rendering paradigm over the other has its consequences. This
implies that to decide which rendering paradigm to choose from the two, the
two paradigms need to be compared in terms of software engineering quality
attributes.

The goal of this research is to get insights on which paradigm yields the best
results for which quality attribute, such that developers can make informed
decisions when choosing one rendering paradigm over another.

First the criteria of the comparison, i.e. quality attributes, were selected.
A survey was conducted on developers to get their insights on the quality
attributes.
A pilot study was done by comparing equivalent self-written test projects on
the selected quality attributes. Then, a more elaborate study was done by
comparing real-world projects found on Github.
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1.3 Thesis Outline
To begin, the research is introduced in this chapter (Chapter 1): In Sec-
tion 1.1 the need for this comparative study is explained.

The content of this thesis is further structured like this:

In Chapter 2 the difference between client-side rendering and server-side
rendering is explained. The chapter also gives an overview of how web de-
velopment has evolved until now.

In Chapter 3 the selected quality attributes are introduced, and the impact
of client-side rendering and server-side rendering is explained (Section 3.1).
Based on this selection first insights were gathered using a developer oriented
survey (Section 3.2).

The first actual measurements are done in Chapter 4: equivalent test
projects were programmed with two development stacks: one equivalent pair
was created in Go, the other was created in Laravel.

In Chapter 5, more thorough measurements were done on real-world repos-
itories — which were found on Github.

The validity of those results is discussed in Chapter 6.

The overal conclusions are drawn in Chapter 7, and a decision three is
proposed to help developers choose the most suited paradigm.

Finally, generalisations are proposed in Chapter 8.

The performance related parts from Chapter 4 and Chapter 5, as well
as the generalisations from Chapter 8 were submitted in a paper to the
ProWeb 2018 1 conference. Although the paper got rejected, a lot of useful
feedback was gather from the reviews and incorporated in this document.

1https://2018.programming-conference.org/track/proweb-2018-papers

https://2018.programming-conference.org/track/proweb-2018-papers


CHAPTER2
Background

2.1 Client-side rendering and server-side rendering
Before the research about client-side rendering and server-side rendering can
be discussed, the differences between these paradigms should be explained.
Those differences are thus explained in this section.
We talk about server-side rendering if for each change the user makes, the
complete page must be sent back again by the server. If only the changed
content is updated by the client, we talk about client-side rendering. [95]
[45]

2.1.1 Server-side rendering
Server-side rendering is mostly used in older web apps and static web pages.
PHP, APS.NET, Java server pages, ... they were all conceived to render
HTML code on the server. This means that the server fetches the data from
the database, renders this data in HTML, and sends it back to the client
(Figure 2.1).

An example of server-side rendering is the website of the University of
Antwerp1: looking into the source code, returned by the server, shows that
the complete HTML page is rendered by the server.

1https://www.uantwerpen.be/nl/

https://www.uantwerpen.be/nl/
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Client Server Database

GET /items
Retrieve data

Render data

Rendered html

Figure 2.1: Sequence of server-side rendering

2.1.2 Client-side rendering
In modern web development (and software development in general), the data
and the front-end are both treated separately [37]. The backend is developed
in one programming language, and exposes its data through an API. The
client fetches the data and renders it. Whether it is a web app or a mobile
app, they fetch the data from the same API.
Putting this in the context of a web app, this means that the server first
sends the code of the web app (mostly being a simple HTML page with
minimal elements, and Javascript code containing all the logic) to the client.
The client then fetches the data from the servers’ API. This data is then
rendered by the client (Figure 2.2).

Rendering the data is mostly done by the use of a Javascript front-end
framework in modern web development. The world of these frameworks
is dominated by Angular2 and React3. There are of course a lot of growing
frameworks available (like Vue4), but the former are the most used [28] [30].

An example of this is the website of the city of Antwerp5: only the most
necessary HTML code is passed to the client, after which the client renders
all the pages itself.

2https://angular.io
3https://reactjs.org
4https://vuejs.org
5https://www.antwerpen.be

https://angular.io
https://reactjs.org
https://vuejs.org
https://www.antwerpen.be
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Client Server Database

GET /index.html

Retrieve data

Render data

JSON data

GET /api/items

Figure 2.2: Sequence of client-side rendering

2.2 Evolution of Web development
The evolution of web development and web technologies is explained in this
section. This explains how the shift from server-side rendering to client-side
rendering came about.

2.2.1 The World Wide Web
The world wide web was initially invented in 1989 by Tim Berners-Lee [9].
The very first version of the world wide web at CERN was built upon the
first versions of HTTP (HyperText Transfer Protocol) [46] and HTML (Hy-
perText Markup Language) [8]. These web pages were served by the first
web server [51]. Bernes-Lee also wrote the first web browser to access this
newly created web [7].

The world wide web has drastically changed since its original conception in
1989. To get a better view on this evolution, the web is divided into different
phases: Web 1.0, Web 2.0, Web 3.0, and Web 4.0 [42] [3] [27].

Web 1.0
The original world wide web — as proposed by Tim Berners-Lee — consisted
of static pages, through which users could share information [3]. It was mono-
directional, meaning that organisations shared information (like brochures,
catalogues, ...) in a read-only way. This data was presented on static HTML
pages which changed infrequently over time. Users could not contribute to
existing web pages.

Web 2.0
The term Web 2.0 was orignally invented by Dale Dougherty [3] [67]. Tim
O’Reilly later defined Web 2.0 as follows [66]:

Web 2.0 is the business revolution in the computer industry caused
by the move to the internet as platform, and an attempt to under-
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stand the rules for success on that new platform. Chief among
those rules is this: Build applications that harness network ef-
fects to get better the more people use them. (This is what I’ve
elsewhere called "harnessing collective intelligence.")

Web 2.0 can be denoted by the following synonyms to describe its meaning
[3]:

• Wisdom Web

• People-centric Web

• Participative Web

• Read-write Web

Allowing users to both read from web pages and write to web pages made
the web become bi-directional. This allowed webpages to be updated more
frequently, but also allowed user contributions, make it possible for crowd-
sourced platforms, wikis, and social networks to be created.

Web 3.0
Web 3.0, also called semantic web, extends the web pages from Web 2.0 with
machine readable meta-data. This makes discovery, integration, automation,
and reuse amongst multiple applications of data possible [3]. This machine-
consumable data is shared by services/API’s. Internet of Things also comes
into play here to crowd-source this data [42].

Web 4.0
Web 4.0, also called WebOS, is nothing more than an idea right now [3]. The
idea is that the web becomes an intelligent system which enables symbioses
between humans and machines.
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2.2.2 Evolution of Technologies
The evolution of websites also means the evolution of the technologies and
techniques used to build those websites.

Static HTML
In the days of Web 1.0, where web pages did not change dynamically, browsers
were very rudimental and websites were small. So it was adequate to create
a static HTML file containing all the content and design which would never
be automatically updated. Such an HTML file looks like this:

1 <!DOCTYPE html>
2 <html>
3 <head>
4 <t i t l e>This i s a t i t l e</ t i t l e>
5 </head>
6 <body>
7 <p>Hel lo world !</p>
8 </body>
9 </html>

Later, when browsers developed visual abilities, style sheets were needed.
Håkon W Lie proposed a first version of CSS (Cascading Style Sheet), which
is still used today [49]. A simple stylesheet looks like this:

1 body {
2 background−color : s i l v e r ;
3 }
4

5 p {
6 font−s ize : bold ;
7 }

Example: A good example of a static website is the Prof. Demeyer’s web-
site6. Very simple layout, built only with HTML and CSS.

Dynamic Web Pages
Together with the first dynamic websites came the need for the first server-
side programming technologies. In early days programming on the server-
side was done directly in the webserver. Later the CGI (Common Gateway
Interface) standard was developed, which made it possible for the webserver
to interact with any local process.
Later, languages like Perl, Java, PHP, and ASP (and others) became popular
for server-side programming [69].

6http://win.ua.ac.be/~sdemey/

http://win.ua.ac.be/~sdemey/
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Example: Any website built with a content management system (like Drupal,
Wordpress, Joomla, ...) is a dynamic website. The website of the student
circle7 is a good example of such a dynamic website.

Web Applications
Websites becoming richer in features requires more flexibility and better
usability. This is where client-side programming comes into play. Without
the need of completely reloading a page, content can be changed by end-
users. The mostly used technology for this purpose is Javascript [42].
When client-side features became even more important, frameworks were
conceived for client-side rendering (and controlling) of pages. The most
known frameworks here are: Ember8, Angular9 and React10.

Example: Online web applications like Google Drive, Slack, ...

Progressive Web Applications
The next step in web development is making standalone web applications
which can also be used offline. They are called PWA (Progressive Web Ap-
plications) [10] [72]. Making such applications is not possible without having
full control at the client-side. Server-side rendering is thus impossible and
fully fledged front-end frameworks are used to build these kind of applica-
tions. Communication is handled through API’s.

Example: Twitter Mobile11

7https://www.winak.be
8https://emberjs.com
9https://angular.io

10https://reactjs.org
11https://mobile.twitter.com/home

https://www.winak.be
https://emberjs.com
https://angular.io
https://reactjs.org
https://mobile.twitter.com/home
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2.2.3 Evolution of Web and Technologies
The evolution of the world wide web combined with the evolution of the
technologies is shown in Figure 2.3.

Figure 2.3: Evolution of web and technologies
c©Clark Quinn [71]
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2.3 Overview of Technology Stack
This section gives an overview of the respective technologie stacks for client-
side rendering and server-side rendering and how representative technologies
to use were chosen for this study.
To talk about the different technologies and their popularity, first the concep-
tual differences between the two paradigms must be pointed out. Figure 2.4
shows that the styling, markup language, server-side language (and frame-
work) and database system are equivalent for both of the paradigms.
The client-side rendering specific parts in the technology stack are: a client-
side language (and framework) and an API, implemented in the server-side
language.Technology stack

 7
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Figure 2.4: Technology stacks for client-side rendering and
server-side rendering.

To have representative results in this research, the popularity of each tech-
nology in the stack is taken into account, and the most popular technologies
were used:

1. Style & markup Language
Styling and markup is not affected by the choice of paradigm. There is
also no choice possible, since HTML & CSS are the de facto standards.

2. Database
Database system used is not affected by the choice of paradigm. Since
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the majority of website use a relational database,MySQL12 and SQLite13

are used in this research [36].

3. Client-side language & framework
The front-end language on the web is de facto Javascript, there is no
choice. There are however numerous frameworks that do client-side
rendering. By investigating React, Angular and Vue in this study, the
majority (> 60%) of front-end frameworks (doing actual rendering) are
analysed [81] [88] [14].

4. Server-side language & framework
For the server-side language, Go and PHP were considered, but most
of the research was conducted using PHP. Both Wordpress and Lar-
avel were considered as back-end frameworks, to make the study as
representative as possible: PHP is used on more than 80% of server-
side scripted websites, and more than 80% of those PHP websites use
Wordpress or Laravel [89] [13] [15].

5. API
The choice of server-side framework has it consequences for the used
API: Wordpress comes with a REST API by default, so in this research
GraphQL and SOAP are not considered. REST is currently also the
most popular API technology [83].

Conclusion 2.3.1
The used technologies in this research are representative for the real world.

12https://www.mysql.com
13https://www.sqlite.org/index.html

https://www.mysql.com
https://www.sqlite.org/index.html


CHAPTER3
Software Quality Attributes

Before comparing client-side rendering with server-side rendering, the do-
main must be established. A good choice of attributes/criteria to do the
comparison must be made.

General literature gives a good view on the existing software quality at-
tributes [25] [74] [56] [70]. But this doesn’t specifically gives a list of at-
tributes which are important and relevant for web development, a subset of
web development related attributes is thus needed.
That’s why literature was consulted to know which quality attributes are to
be considered in the context of web development, i.e. the criteria for this
research.
Based on this literature, the attributes to consider were selected [64] [60] [59]
[63] [65] [32] [97] [50] [68]. Various academic literature, like Nabil, Mosad and
Hefny, derived the quality attributes for web development from the ISO9126
standard for software engineering product quality [59] [65] [32] [97] [50]. To-
gether with this literature based on ISO9126, other literature was used to
narrow down the relevant software quality attributes and make an actual
selection for this research [64] [60] [63] [68].
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3.1 Quality Attributes
3.1.1 Usability & User Experience

Although usability and user experience are tightly coupled together, they
are not the same: Usability is about the task effectiveness, i.e. doing things
intuitively and easily. It defines how well the requirements are met [17] [5].
User experience, on the other hand, is what a user feels when interacting
with the product, i.e. the emotional connection to the task. [17] [5]

The most obvious consequence when choosing between server-side and client-
side rendering is the user experience. Client-side rendering allows rich in-
teractions by the user [34]. It allows not only entry and exit animations for
static elements, but also makes it possible for users to fetch new dynamic
content on a webpage without having to wait for a complete new page load.
It allows also for a more usable way to submit forms or other data. Ad-
ditionally, client-side rendering enables lazy-loading of content and images.
[34] [45]. Client-side rendering furthermore makes it possible to show loading
animations to the user [45].

Server-side rendering, on the other hand, also has its advantages when talking
about user experience [31] [45] [94]. When using client-side rendering, the
client needs to wait on the download of the Javascript front-end app before
downloading and rendering the content. When using server-side rendering,
on the other hand, a fully rendered page is sent to the client, which yields
a faster initial load time. So this yields a better user experience on the first
load [91].
This slow initial load time for client-side rendering can be overcome by ren-
dering the initial page loads on the server [20] [43].

In general there is a clear consensus that client-side rendering yields a better
usability and user experience [34] [45] [92] [86] (Also see the conducted survey
Section 3.2). That’s why this quality attributes is not further investigated
in this research.

3.1.2 Performance
One of the most quantifiable metrics is the performance. Performance de-
notes how responsive and stable a system is under a certain load, i.e. to
execute any request within a given time limit [56]. It can be measured in
terms of response time, resource utilisation, throughput, and efficiency [74].
Performance can be measured on test cases, or estimated by profiling the
actual project.
There are two point of views that need to be taken into account when talking
about performance: performance at the client and performance at the server.
More importantly, for the client initial and subsequent load times and for
the server throughput and bandwidth.
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Figure 3.1: Page abandonment rate in relation to initial
load time [22].

Client
Based on Figure 2.2 and Figure 2.1, one can compare the requests made in
both paradigms. This comparison can be based on the network waterfall.
This waterfall shows when a request starts loading, and how long it takes
to load. So it shows which requests depend on which other requests. An
example of what such a network waterfall looks like in the development
tools of the web browser can be found in Appendix Figure 8.20.

Client: initial page load time.
The first client metric to look into is the initial page load time.
In case of server-side rendering everything is obviously handled on the server,
from the database interactions to rendering the HTML content. Client-side
rendering, on the other hand, requires that first the front-end Javascript code
is downloaded and executed by the client, after which a request is made to
the server. Finally the returned data by the server must then be rendered
by the client. This means that more roundtrips have to be made, which of
course increases the initial page load [91] [45] [95].
The initial load times are important because people tend to leave sites that
load slowly: this is called the page abandonment rate [62]. If a webpage
does not load within 2 seconds, 10% of the visitors will abandon the page
(Figure 3.1), resulting in missed sales [75] [29] [21] [85].

Client: subsequent page load time.
Not only the initial page load is important, but also the load times of all
the consecutive user interactions. Subsequent page loads can be faster on
client-side rendering, since less data has to be transmitted [95].
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Websites with shorter average session load times have a higher conversion
rate [18] [80]. The conversion rate denotes the number of visitors who are
actually paying customers.
It can be generalized as: Conversion rate = Number of goal achievements

Number of visitors .
Stadnik et. al. state that the conversion rate quickly drops if the page load
times increase [80]. So it is clearly relevant to look a bit deeper in those load
times.
When using server-side rendering, the complete new HTML page is fetched
from the server and rendered at the client. While with client-side rendering,
only the part that changes is requested, and encoded in say JSON. Thus,
client-side rendering has the following consequences for a next page load: less
work to be done by the server, less bytes to be transferred, and only small
part of rendered page needs to be refreshed, yet the browser must actually
render it.

Server
Server: throughput
Similar to the performance measures from the perspective of the client, the
performance measures from the perspective of the server are also equally rel-
evant. A first important performance measure is the throughput — number
of requests handled per second by the server. The goal is to serve as many
clients as possible with as few resources as possible.
In case of server-side rendering, for each request the page must be rendered
contrary to client-side rendering where only the data is serialised. If the
server must only return a serialised data object (client-side rendering) and
not a fully rendered HTML page (server-side rendering), the throughput
(requests per second handled by the server) can increase [77] So one can
assume that client-side rendering will yield a higher throughput.

Server: bandwidth
The differences between client-side rendering and server-side rendering in
terms of used bandwidth can be found in the size of the content based re-
quests. Of course there is always the overhead of assets like images and
movies, but encoding text by rendering the data in a complete HTML page
is completely different than using a more compact representation like JSON
or GraphQL serialised object.
Client-side rendering requests to APIs are smaller in terms of bandwidth
compared to server-side rendered HTML files [77].
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Consider for instance the following HTML snippet:

1 <div class="post ">
2 <h1>Hel lo world !</h1>
3 <div class="meta">
4 <span class="author ">John Doe</span>
5 <span class="date ">21/02/2018</span>
6 </div>
7 <div class=" content ">
8 Donec u l lamcorper nu l l a non metus auctor .
9 </div>

10 </div>

The very same data, encoded in JSON, is comparatively smaller:

1 {
2 " post " : {
3 " t i t l e " : " He l lo world ! " ,
4 " author " : "John Doe" ,
5 "date " : 1519223545 ,
6 " content " : "Donec u l lamcorper nu l l a non metus auctor . "
7 }
8 }

The performance metrics are investigated in both the pilot study (Chapter 4)
and the case study (Chapter 5).

3.1.3 Development Effort
The complexity of client-side rendered apps is argued to be higher than
server-side rendered [26] [4]. In single page applications the client needs
to fetch data from the server. This means that effort should be put into
creating a complete and secure API, and the communication with that API:
serialising at the server, unserialising at the client, or taking care of network
delay or connection loss, ...
There is also the problem of duplicates: models not only exist at the server
side, but when more complex operations with those models are needed, they
also need to be implemented at the client side. Often the language used at
the client differs from the one at the server. This yields duplicate code [84].

Building a front-end web app also means that not only the build environment
at the server must be configured and maintained, but that effort must now
also be put into maintaining a build environment for the client-side code.

Development effort is investigated in both the pilot study (Chapter 4) and
the case study (Chapter 5).
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3.1.4 Maintainability
Maintainability denotes how easy it is to make changes to the existing system
[56]. Also taking into account the ease of updating the tests to these changes
[74].
An example in this comparison: client-side rendering involves a more dif-
ferentiated setup and more interactions, it is is obviously more difficult to
maintain all these [12].

Maintainability is not something that can be easily studied by looking at
source code [44]. It is to be studied a posteriori, i.e. based on historical data
that is gathered [33]. This makes it useless to look at maintainability in this
research, since it cannot be covered in the pilot study and case study that
was performed.

3.1.5 Scalability
Scalability is the ability of the system to handle an increased load [56]. A
system is scalable if it can gracefully handle an increased usage/load [70].
When using client-side rendering, only the data has to come from the server
running the API. The actual Javascript code and assets can be hosted on
CDNs (content delivery networks), which can scale horizontally very well
[34] [20].

Scalability is investigated in the case study (Chapter 5).

3.1.6 Compatibility
Browser Support
Server-side rendering is argued to yield higher compatibility [91]. Since the
browser has less work to do, and more responsibilities are delegated to the
server, server-side rendering offers higher compatibility with different clients
and browsers [45]. Although most people use modern browsers, there is still
a portion of users on older or less standardised browsers that do not fully
support modern techniques used in the most popular front-end frameworks
1 2.

Browser compatibility all depends on the used Javascript frameworks and
the actual browsers of the website visitors. So this is something that is not
relevant for this study, but that each organisation can easily check for them-
self by looking at website statistics and at the requirements of the framework
they want to use.

Search Engine Optimisation
Search Engine Optimisation is important for most websites. Depending on
the complexity of the crawler visiting your website, client-side rendering

1https://angular.io/guide/browser-support
2https://reactjs.org/docs/react-dom.html#browser-support

https://angular.io/guide/browser-support
https://reactjs.org/docs/react-dom.html#browser-support
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could have a bad impact on your Search Engine Optimisation. For instance,
some crawler do not execute the Javascript code on your website, thus it does
not get the content and is not able to crawl any interesting data. Recently,
the crawlers have evolved and most of them execute Javascript code now,
meaning that they support client-side rendering [35]. Google, for instance,
was the first to fully support client-side rendering in their crawlers [61] [58]
[95]:

Times have changed. Today, as long as you’re not blocking Google-
bot from crawling your JavaScript or CSS files, we are gener-
ally able to render and understand your web pages like modern
browsers.

Unfortunately, this is not the case for all crawlers. Baidu for instance, the
largest search engine in China, does not support client-side rendering yet
[47].
So if Search Engine Optimisation really matters, one should also render the
pages on the server if the website is accessed by a crawler [91].

Because compatibility is hard to measure without real content and real users,
it is left out from this research.

3.1.7 Security
Measuring security on source code is impossible. Security can only be mea-
sured on an actual organisation and actual security breaches [48] [1]. So this
is again a quality attribute that’s not relevant in this research.

3.1.8 Reliability & Availability
Reliability and availability describe whether the web site is available for
users, and whether it behaves correctly [63]. Investigating this involves the
user and an actual running system. Thus, once more, this quality attribute
cannot be researched in this study.
The availability of the two systems is however shortly discussed in the case
study (Chapter 5). When abstracting the user away and calculating it with
an uptime monitoring tool, it can be measured.
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3.2 Opinion of Developers on Quality Attributes
To get the first insights on the software quality attributes a survey was
conducted. The goal of this survey is to reach out to professional developers
and ask them for which quality factors they prefer over a rendering paradigm
and to ask them which factors are most important in the decision of choosing
between the two rendering paradigms.
Thus, it allows to learn about developers’ perceptions about the client-side
rendering and server-side rendering paradigms.

The survey was distributed on various social media (Facebook, Twitter, Red-
dit), mostly in web development related communities or via influencers in
web development. In total 63 respondents filled in the complete survey.

3.2.1 Survey Questions
Demographic Related Questions
To get some insight in the profile of the people filling the survey, demo-
graphic related questions were added to the survey. To do so, existing de-
veloper oriented surveys were studied. One of the most important surveys
about software engineering — performed each year — is the Stack Overflow
Developer Survey3. This survey contains a lot of interesting demographic
questions. The demographic questions in this survey (Table 3.1) are thus
extracted from the Stack Overflow Developer Survey.

# Question
A Age
B Occupation
C Gender
D Highest Education
E Experience in Software Development
F Years Since Learning to Code
G Years of Professional Coding Experience
H Company Size

Table 3.1: List of demographic related questions in the sur-
vey.

Software Engineering Related Questions
To better understand which quality attributes depend on which metrics,
dependencies were looked up in literature and used to compose the survey
questions. The following dependencies were extracted from literature:

1. Testability depends on Modifiability and Flexibility [2].

2. Code Quality depends on Number of Defects, Maintainability, Porta-
bility, Efficiency, Usability, Functionality, Testability [41] [25].

3https://insights.stackoverflow.com/survey/2018/

https://insights.stackoverflow.com/survey/2018/
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3. Extensibility depends on Modifiability, Maintainability, Scalability
[39].

These dependencies and other interesting quality attributes combined yield
the following list of individual metrics to ask questions about in the survey:

1. Modifiability

2. Flexibility

3. Number of Defects

4. Efficiency

5. Usability

6. Testability

7. Extensibility

8. Modifiability

9. Maintainability

10. Scalability

11. Development effort

12. Duplicates

13. SEO

14. Performance

The list of composed questions based on these metrics can be found in Ta-
ble 3.2. For most of the questions the respondents could chose between:

1. "Client-side rendering"

2. "Server-side rendering"

3. "There is no noticeable difference"

4. "I don’t know"

A complete list of questions with all the answers can be found in the appendix
(page 77).
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# Question
1 Do you have experience with client-side rendering frameworks / single page 

application frameworks (like Angular, React, Vue, ...)?
2 What’s your preference? Server-side rendering or client-side rendering?
3 Which of the following metrics influence your choice between server-side 

rendering and client-side rendering the most?
4 Which paradigm is most testable?
5 Which paradigm is more modifiable?
6 Which paradigm is more flexible?
7 Which paradigm requires most development effort?

8 Which paradigm yields most duplicate code?

9 Which one of the paradigms yields more code defects/bugs?

10 Which paradigm yields more maintainable code?

11 Which paradigm yields more efficient code?

12 Which paradigm yields better usability?
13 Which paradigm results in best extendability?
14 Which paradigm scales best?
15 Do you think the impact of client-side rendering on SEO is still noticeable anno 

2018?
16 Did you notice impact on server load using one of the paradigms?

Table 3.2: List of software engineering related questions in
the survey.
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3.2.2 Results from Survey
In this section, the results are presented, first starting with the demographics
of the respondents. Then, the answers on the atomic questions are analysed.
Lastly, the dependencies between metrics are examined.

Demographics
For the results of the survey to make sense, the survey should be filled in
by people who have expertise. This is why a first look into results was to
confirm whether enough web development experts had filled in the survey.
In total, 63 respondents filled in the complete survey. The following con-
clusions were drawn about these respondents: The vast majority (83%) of
the respondents are professional developers (Appendix Figure 8.1), which
have finished higher education (Appendix Figure 8.2) and have at least a
couple years of experience in software development (Appendix Figure 8.3).
81% of respondents state that they have experience with modern front-end
frameworks (Appendix Figure 8.4).

In summary, the respondents in the survey are representative and have the
required expertise to provide useful insights about the topic.

Quality Attributes
Looking at the software quality attributes that were in the survey, there is a
first pattern that catches the eye: there is always a part of respondents that
feel there is no noticeable difference (grey in the pie charts). But then again,
in most survey questions there is also a clear preference in the developers
choice.

Next step consists of looking into the individual software quality attributes
asked in the survey. From interpreting these response, the following major
observations become apparent:

1. Most developers prefer client-side rendering. Appendix Figure 8.5
shows that 44% prefer client-side rendering, compared to 27% pre-
ferring server-side rendering.

2. There seems no single software quality attributes that influences the
developers in the sample to prefer client-side rendering or server-side
rendering. Yet, the development effort and performance do matter
more to 18% and 21% developers respectively in their choice to prefer
certain rendering technology, compared to around 10% to 14% for the
other factors. (Appendix Figure 8.6).

3. However, around two times as much developers think that client-side
rendering is more modifiable (Appendix Figure 8.8), flexibele (Ap-
pendix Figure 8.9), extendable (Appendix Figure 8.16) and scalable
(Appendix Figure 8.17) compared to server-side rendering.
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4. The above advantage of client-side rendering are apparently opposed
— again more than two times as much developers prefer one over an-
other — to client-side rendering requiring more development effort (Ap-
pendix Figure 8.10) and, client-side rendering yielding more duplicate
code (Appendix Figure 8.11) and more code defects (Appendix Fig-
ure 8.12). Client-side rendering also still has its drawbacks regarding
SEO (search engine optimisation) (Appendix Figure 8.18).

5. The maintainability (Appendix Figure 8.13) and efficiency (Appendix
Figure 8.14) of the code do not seem to be clearly favoured. An-
swers from the developers are almost evenly divided between the two
paradigms.

6. Usability on the other hand is clearly better for client-side rendering:
50% vs 22% of developers prefer client-side rendering over server-side
rendering for usability (Appendix Figure 8.15).

7. Most developers (44% vs 16% ) think server-side rendering is most
testable (Appendix Figure 8.7)

8. Server-side rendering can yield a higher server load (Appendix Fig-
ure 8.19).

3.3 Conclusion
The first part of this chapter discussed the various software quality attributes
and made a selection of attributes that need to be investigated in this re-
search.

The survey shows that developers perceive differences. But these differences
are not always well pronounced. So there is a need to do research the selected
quality attributes in more detail. This is done in the pilot study (Chapter 4)
and the case study (Chapter 5).

Conclusion 3.3.1
The following software quality attributes will be investigated in this re-
search:

1. Performance (page loads, throughput and bandwidth)

2. Development Effort

3. Scalability

4. Availability



CHAPTER4
Pilot Study

In this chapter a pilot study is performed on quality attributes.
The goal of this experiment is to get a first quantifiable comparison between
client-side rendering and server-side rendering. This is done by creating two
versions of the same simple web application (one with client-side rendering
and one with server-side rendering) and perform analysis and benchmarks
on them. This web application consists of a rudimental CMS (content man-
agement system) front-end: i.e. browsing pages and pagination.
Such empirical pilot study is the most controlled way to analyse the quantifi-
able metrics [53]. By doing the empirical pilot study on two completely iden-
tical web applications, other factors — besides the used rendering paradigm
— are excluded.

4.1 Methodology
4.1.1 Web application

To do a meaningful comparison, a web application had to be implemented.
This web application must not only represent the functionalities of a real
world website but must also represent the technologies used by real develop-
ers.
The web application written for this research is a simple implementation of
content management system. It contains simple pages which can be read-
/browsed like on a real-world website.
Instead of writing it twice (client-side rendered version and a server-side ren-
dered version), it was written four times: two equivalent projects. One client-
side and server-side rendered version written in Go, and another client-side
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and server-side rendered written in PHP/Laravel. Vue1 was used as front-
end framework for the two versions. Although Vue only respresents one of
the front-end frameworks, the specific relevant differences between frame-
works for this study are minimal [82]. The other most relevant frameworks,
Angular and React are used in the case study (described in Chapter 5).
The server-side rendered versions use the built-in templating libraries of
the languages. The client-side rendered versions consume the REST API
exposed by the back-end, again written in the respective languages.
In this pilot study the Go implementation represents the more modern ap-
proach, were large frameworks are replaced with smaller packages [87].
The PHP/Laravel implementation represents mainstream web development.
PHP is still the most used programming language on the web, and Laravel
the most popular framework for PHP [16] [73].

I Source Code

The source code of the CMS can be found on Bitbucket:

Go implementation:
https://bitbucket.org/MathiasB/thesis-cms-go

Laravel implementation:
https://bitbucket.org/MathiasB/thesis-cms-laravel

4.1.2 Measurement tools
The measurements done in the browser were performed using the browser’s
network inspection tools2. They were performed on the test CMS that was
written.

The benchmarking of the server throughput and bandwidth is done with
ApacheBench3.

I Apache Bench

Apache Bench is part of the apache2-utils packages (or Apache itself).
These can be installed on Ubuntu as follows:
$ apt-get install apache2-utils

On Mac, Apache and Apache Bench are installed by default.

Apache Bench can then be invoked as follows:
ab -n 1000 -c 100 http://hostname:port/

1https://vuejs.org
2https://developers.google.com/web/tools/chrome-devtools/
3https://httpd.apache.org/docs/2.4/programs/ab.html

https://bitbucket.org/MathiasB/thesis-cms-go
https://bitbucket.org/MathiasB/thesis-cms-laravel
https://vuejs.org
https://developers.google.com/web/tools/chrome-devtools/
https://httpd.apache.org/docs/2.4/programs/ab.html
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Where n is the number of requests (1000 was used in this study) and c
is the number of concurrent connections.

4.2 Results
4.2.1 Client: initial page load time

If the network waterfall for both client-side rendering and server-side render-
ing for the same page are compared, it quickly becomes clear that client-side
rendering incurs slower first page load time. Analysing the waterfall shows
that the initial page load times of a website are dependent on a couple of
factors including latency, number of requests, size of the requests, etc. Using
a Javascript framework for client-side rendering can for example yield more
blocking requests to be made before the content can be rendered, which
takes more initial load time. However, not all of these depending factors can
easily be improved. For instance, the latency to the client is fixed and the
rendering paradigm cannot influence this. Yet, the number of requests and
the size of these requests can be controlled.
Comparing Figure 4.1 and Figure 4.2, it is apparent that when using client-
side rendering, the initial page load is slower. This is because after loading
the index file, the complete front-end framework must be loaded followed by
a request to the API to fetch the actual data. Once this data is fetched, the
actual page is rendered. Contrarily, using server-side rendering, only some
static assets need to be loaded after the index file before the page is rendered.

index.php
style.css
script.js

...

0ms 750ms 1500ms 2250ms 3000ms

Figure 4.1: Network waterfall of server-side rendering for
initial page load.
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index.php
style.css

app.js
...

/api/post/1

0ms 750ms 1500ms 2250ms 3000ms

Figure 4.2: Network waterfall of client-side rendering for
initial page load.

Looking into the network waterfalls it becomes clear that some requests
depend on each other, blocking the actual rendering of the content until
that chain of blocking requests is resolved.

4.2.2 Client: subsequent page load time
Figure 4.3 shows that, in case of server-side rendering, the complete index
page is requested again, and all the assets are reloaded (from the browser
cache, hence the very short times). To the contrary, for the client-side ren-
dering (Figure 4.4) only the data from the API is fetched and nothing else.

index.php
style.css
script.js

...

0ms 250ms 500ms 750ms 1000ms

Figure 4.3: Network waterfall of server-side rendering for
next page load.

index.php
style.css

app.js
...

/api/post/2

0ms 250ms 500ms 750ms 1000ms

Figure 4.4: Network waterfall of client-side rendering for
next page load.
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In this test case for a small application the difference in time is insignificant
and may not likely affect the conversion rate though.

4.2.3 Server: throughput
Comparing the throughput of calls to a templated code (representing server-
side rendering) with calls to the a REST API (representing client-side ren-
dering) on the Go project supports this assumption. Figure 4.5 shows that
using client-side rendering (i.e. the API calls) yields an increase in through-
put of almost 100%.
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Figure 4.5: Throughput in Go project: API call compared
to rendered page.

Performing the same experiment on the Laravel project, however, doesn’t
give the same enormous differences as the Go project (Figure 4.6). Client-
side rendering shows in the Laravel project only a very small increase in
throughput in most cases. For a very high amount of concurrent connections
server-side rendering even scored better.
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Figure 4.6: Throughput in PHP/Laravel project: API call
compared to rendered page.

So there is a clear need for more benchmarks on existing projects. This is
doen in the case study chapter (Chapter 5).

4.2.4 Server: bandwidth
After the throughput, the consumed bandwidth was measured. For the Go
web app, Figure 4.7 shows that 90% less bandwidth is used when using
client-side rendering instead of server-side rendering.

By
te

s

0

750

1500

2250

3000

2328

248

JSON API Rendered theme

Figure 4.7: Bandwidth used by Go project: API call com-
pared to rendered page.
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4.2.5 Development Effort
When looking at the lines of code (LOC) of the two equivalent test web apps
(Figure 4.8), it is clear that for this experiment more development effort was
needed. Looking at the actual time it took to write these two test web apps
(Figure 4.9), yields the same pattern.
So for this experiment, the needed development effort for client-side render-
ing is more than double the needed effort for server-side rendering.
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Figure 4.8: LOC (lines of code) for the same test web app.
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Figure 4.9: Time spent on writing the two test web apps.

LOC is argued to be not the most interesting metric to use for estimation
[19] and thus generalisation doesn’t make much sense.
Yet, the LOC provides a first quantifiable and tangible metric for develop-
ment effort.
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4.3 Conclusion
In this pilot study, the first tangible results were found. There results not
only showed the first differences, but also showed that more comparison is
needed.

Conclusion 4.3.1
The following preliminary results were found:

1. Client-side rendering yields slower initial page load.

2. Client-side rendering yields faster next page load.

3. Client-side rendering yields an increased server throughput.

4. Client-side rendering yields less server bandwidth consumption.

5. Client-side rendering yields higher development effort.

Conclusion 4.3.2
Research on real web applications is needed.

That is why in the next chapter open source projects were investigated, like
Wordpress, since it is a complete content management system and the most
popular on the entire internet [13]



CHAPTER5
Case Study on Existing

Projects

5.1 Motivation
To get better insights in metrics in real-world situations, sticking with a
single small empirical experiment is not sufficient. More data is needed,
and therefore a case study was performed on existing real-world Github1

repositories.
A case study is the ideal investigation to look into the impact of a given
paradigm where it is isolated from other factors [53] in existing projects.
There is of course a need for existing projects for the investigation to make
sense, this is where Github comes in to play. Github is a platform where
people host their git repositories. Those repositories not only contain the
versioned source code, but also all reported bug reports (called Issues on
Github). Github also allows users to Star (i.e. liking a repository) and Fork
(i.e. creating a new user copy of a repository in which they can make their
own changes) repositories. So Github is a very rich data source on software
development [40].

Github repositories are existing projects, implementing solutions for real-
world problems by real developers and are used by real people. This makes
them perfect to research software quality as perceived by the multiple stake-
holders.

1https://github.com

https://github.com
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5.2 Methodology
5.2.1 Selecting Repositories

Analysing the impact of both client-side rendering and server-side rendering
can only be successful when identical projects can be found, where the only
difference resides in whether they are rendered on the client or the server. So
pairs of projects with exactly the same features and popularity are needed.
Collecting such pairs of repositories was done by searching on client-side ren-
dering technologies using Github search. These technologies include among
others: Vue, Angular, React, Ember.
As result, each of these terms (and more) yields an enormous list of reposito-
ries. So for each repository in that list the project size, features, popularity,
and technologies were taken into account. This is done by looking into the
documentation, websites, and source code of each candidate.

Once a good — actively maintained with reasonable features and popularity
— client-side rendered repository was found, an alternative was searched
with the same features/size, but implemented with server-side rendering
technology. This is done by doing a Github search on the features/topic of
the found client-side rendered results. Again, for each of the resulting repos-
itories of that search, they were manually checked if they truly matched with
the client-side rendered counterpart.

Then, for each repository the metadata was extracted by means of accessing
Github’s API and by cloning the git repositories to be able to compare them.

5.2.2 Analysis
Performance
The performance benchmarks were ran using the same tools used in the pilot
study. But this time they were ran on the found projects, more specifically on
Wordpress. Server-side rendering is tested by simply invoking the Wordpress
index, which uses the theme. Client-side rendering is tested by accessing the
Wordpress REST API.

Scalability
Besides performance, horizontal scalability is also important to measure.
It goes one step further by not looking at the throughput, but looking at
how the throughput increases when it is distributed over more servers. To
look at scalability, the waterfalls for client-side rendering and server-side
rendering were implemented so they could be replayed to mimic meaningful
load. This was implemented using Go (since it offers useful mechanisms for
concurrency). Then the waterfalls were first replayed on a single server as
host for the application. Next, another server was added — on which the
assets were hosted — and the waterfalls replayed again to see if this increased
the throughput on the server.



5.3 Analysed Repositories and Their Characteristics 45

I Source Code

The source code of the written benchmarking tool can be found on Bit-
bucket:
https://bitbucket.org/MathiasB/thesis-benchmark-tool

Development Effort
Development time cannot be calculated post factum, so only LOC is used
to compare the projects. Since LOC is used as a measure, the programming
language expressiveness should be taken into account while analysing [24].

Availability
Lastly, a monitoring was ran for one week on two equivalent Wordpress se-
tups. To do so, a scenario of a visitor browsing the website was implemented
in a front-end testing framework — Cypress2 was used here — and executed
each 10 minutes.

I Source Code

The source code of the written front-end tests can be found on Bitbucket:
https://bitbucket.org/MathiasB/thesis-frontend-tests

5.3 Analysed Repositories and Their Characteristics
Finding the matching pairs of repositories to analyse proved to be very hard
task (and close to impossible): it is a time-consuming task, and there seemed
only few equivalents on all (or even the majority) of factors.
A thorough search through Github yielded three interesting pairs of reposito-
ries. See Table 5.1 and Table 5.2 showing a list of client-side rendered reposi-
tories and server-side rendered repositories respectively, with their name and
type, as well as the metadata extracted from them. Each n-th item in the
first table forms a pair with the n-th item in the second table.

Client-side Rendered Repositories Stars Forks Issues LOC

Angular-Wordpress-Theme Wordpress Theme 389 124 25 852

Foxhound Wordpress Theme 283 32 72 14072

Buka Book management software 383 53 25 101772

Table 5.1: Selected client-side rendered repositories

2https://www.cypress.io

https://bitbucket.org/MathiasB/thesis-benchmark-tool
https://bitbucket.org/MathiasB/thesis-frontend-tests
https://www.cypress.io


5.3 Analysed Repositories and Their Characteristics 46

Server-side Rendered Repositories Stars Forks Issues LOC

theme Wordpress Theme 749 77 54 1095

casper Wordpress Theme 473 105 111 13329

cops Book management software 686 148 300 28837

Table 5.2: Selected server-side rendered repositories

Although Table 5.1 and Table 5.2 show the best matched pairs found, how-
ever the comparison of the repositories shows that there are minor differences
in the projects. Those should be taken into account when comparing them:

The main features of the projects are quite similar (especially for the Word-
press themes). But still some projects are bigger than others. This is another
problem, because larger project have of course more chance of having bugs,
lines of code, more code to be executed — and thus possibly lower through-
put, ... [96].

Client-side rendered projects also tend to have more Javascript code, whereas
Server-side rendered projects tend to have more PHP code. If the lines of
code needed to express the same feature is larger for a given programming
language, it should be taken into account when comparing the LOC. There-
fore, the difference in expressiveness for Javascript and PHP were compared
by counting the the LOC (using CLOC3) for numerous code snippets per-
forming exactly the same task. Comparing these LOC counts clearly show
that in this case there is no significant difference in expressiveness that should
be taken into account. See Figure 5.1.

LOC

0 1300 2600 3900 5200

Javascript PHP

Figure 5.1: LOC compared for exactly the same tasks, writ-
ten in both Javascript and PHP.

The client-side rendered Wordpress themes use the built-in Wordpress REST
API. So the LOC for the API part is not taken into account when just
counting the lines in the repositories. That’s why — when researching them

3https://github.com/AlDanial/cloc

https://github.com/AlDanial/cloc
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on the LOC — the LOC of the Wordpress REST API should be added to
them. The LOC of the logic of the Wordpress REST API equals 71404.

5.4 Results
5.4.1 Client: initial page load time & subsequent page load time

The load waterfalls observed in this case study (Appendix Figure 8.20, Fig-
ure 8.21, Figure 8.22, Figure 8.23) completely matched the waterfalls from
the test projects in the pilot study. See Figure 4.1 and Figure 4.2. So the
results from the pilot study also hold in this case study:

1. The initial page load is faster when using server-side rendering.

2. Subsequent page loads are a little bit faster when using client-side ren-
dering, when using browser caching. However, if no caching is used,
there is a noticeable difference: 160ms for client-side rendering com-
pared to 600ms for server-side rendering.

5.4.2 Server: throughput
As already done on the test projects in the pilot study, the server throughput
was measured. Figure 5.2 shows that for Wordpress projects, client-side
rendering yields a higher throughput than server-side rendering.
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Figure 5.2: Throughput in Wordpress: API call compared
to rendered theme.

5.4.3 Server: bandwidth
Comparing the server bandwidth for the Wordpress themes yields again the
same results as for the Go and Laravel test projects: client-side rendering

4https://github.com/WordPress/WordPress/tree/master/wp-includes/rest-api

https://github.com/WordPress/WordPress/tree/master/wp-includes/rest-api
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transmits a lot less data for the same request. For this test setup 50% less
data was used when using client-side rendering. See Figure 5.3.
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Figure 5.3: Bandwidth used by Wordpress: API call com-
pared to rendered page.

However, looking at the raw requests is not enough. For real-world websites
it is considered best practice to compress the server responses with Gzip
[79]. So the bandwidth was also compared after Gzipping. Figure 5.4 shows
that indeed, when using Gzip, 30% less data is transmitted. But even after
Gzipping client-side rendering still uses 33% less bandwidth.
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Figure 5.4: Bandwidth used by Wordpress when using Gzip
compression: API call compared to rendered page.

5.4.4 Scalability
To look how the throughput increases when the load is distributed over an
additional server, the scalability is studied. This was firstly done by solely
looking at the rendering, not considering static assets. Figure 5.5 shows that
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— when only taking rendering itself into account — server-side rendering
cannot scale over an extra server, whereas client-side rendering can. So,
even if the difference is not large, client-side rendering scales better than
server server-side rendering.
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Figure 5.5: Scalability of Wordpress without loading other
assets.

But of course, fetching some assets — corresponding to the waterfalls de-
scribed earlier in the pilot study (Figure 4.1 and Figure 4.2) — represents
the load of real websites more. When also putting the assets on the second
server, it is observed that server-side rendering has a small improvement in
throughput and client-side rendering — although small — a larger increase
in throughput. See Figure 5.5.
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Figure 5.6: Scalability of Wordpress when loading other
assets.

These scalability results are what can be expected. Because previously Fig-
ure 5.2 showed that only 16% of time is spent on rendering, the upper-bound
on speedup factor when scaling on more servers cannot be higher than 1.18,
following Amdahl’s Law. Amdahl defined the upper-bound of the speedup,
caused by parallelism as follows: S ≤ 1

1−p , where S is the speedup and p is
the portion of code that can be parallelised [93].

5.4.5 Development Effort
The development effort in this case study is only considered in terms of LOC.
As pointed out before, the LOC of the Wordpress REST API were added
to the measured LOC of the client-side rendered Wordpress themes to make
the comparison meaningful. This yields the LOC in Figure 5.7, conforming
to the results of the pilot study were implementing the client-side rendered
version required more development effort.
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Figure 5.7: KLOC (thousands of lines of code) for each of
the Github projects.

5.4.6 Availability
Running the front-end test continuously on the two Wordpress instances (one
for each paradigm), yielded for both instances an uptime of 100%. This can
be expected since the same server software is used and the same type of
servers are used.

5.5 Conclusion
This case study proved the findings of the pilot study (Chapter 4) and added
some new insights.

Conclusion 5.5.1
The following results were found on the open source projects:

1. Client-side rendering yields slower initial page load.

2. Client-side rendering yields faster next page load.

3. Client-side rendering yields an increased server throughput.

4. Client-side rendering scales better than server-side rendering.

5. Client-side rendering yields less server bandwidth consumption.

6. Client-side rendering needs more LOC for the same functionality.

7. There is no difference in availability for this particular test setup.



CHAPTER6
Threats To Validity

In this research 5 out of the 8 different software quality attributes were
compared in both a pilot study with newly written projects, and a case
study with existing projects. Those other 3 attributes were left out because
they couldn’t be measured in the scope of this research.
This makes that the comparative study doesn’t takes into account all relevant
quality attributes. However, they were covered in the survey (Section 3.2),
which gives a small indication of what the outcome would be if those were
to be considered.

Although interesting projects for the case study were found on Github, it
were only 3 interesting pairs of equivalent repositories, covering only a small
part of web application functionalities.

The study being done on the test projects written in Go and Laravel com-
bined with the Wordpress test cases yields a representative study. They
cover the most significant portion of used web software [16] [13]. There are
however other major platforms that were not considered in this study, like
APS.NET, Java, Ruby on Rails, Django, and possible others, but Section 2.3
showed that PHP is the most used [16] [89].

The tests on the client were ran with three major front-end frameworks Vue,
Angular and React [38] [82]. Together they give a good representation of
used front-end frameworks in real world, as seen in Section 2.3.

How the used technologies represent the real world was throughly discussed
in Section 2.3.



CHAPTER7
Conclusions

This research started by introducing the need for a comparative study re-
garding client-side rendering and client-side rendering (Section 1.1). Then
the fast evolving of the web and it’s technologies was considered in Chapter 2.
Chapter 3 first introduces relevant software quality attributes, selected from
literature (Section 3.1). A developer oriented survey was then conducted on
these attributes (Section 3.2).

The pilot study on self-written test projects in Chapter 4 combined with the
case study on existing projects in Chapter 5 made it possible to measure
the quality attributes and to point out the differences between client-side
rendering and server-side rendering.

Conclusion 7.0.1
The proposed software quality attributes could be quantified.
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Those quantifications made it possible to analyse the differences between
the quality attributes and propose which of the paradigms is to be used to
optimise a certain quality attribute.
This yields the following conclusions:

Conclusion 7.0.2
Client-side rendering is to be preferred when the following quality at-
tributes are important:

1. Performance: server bandwidth

2. Performance: server throughput

3. Performance: next page loads

4. Usability

5. Scalability

Conclusion 7.0.3
Server-side rendering is to be preferred when the following quality at-
tributes are important:

1. Initial page loads

2. Development Effort

3. Search Engine Optimisation

4. Browser Compatibility
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Based on the gathered results, a decision tree was constructed which helps
developers in making the choice between client-side rendering and server-
side rendering. See Figure 7.1. This decision tree also proposes the hybrid
approach, which consists of serving the first page with server-side rendering
— requiring of course more development effort.

Flow chart with conclusions

 6

Server-side rendering

Are you building a full fledged interactive web app 
where usability is important?

Client-side rendering

Is the usability worth the extra 
development effort?

Should the initial page load be optimal?

Client-side rendered app, with 
server-side rendered first page load 

Do SEO or browser compatibility matter

NO

YES

YES

NO

NO

NO

YES

YES

Figure 7.1: Decision tree which aids developers in making
the choice between client-side rendering and server-side ren-
dering.



CHAPTER8
Future Work

Future work consists of generalising the found results.
The performed case study could be enhanced to a larger scale: doing more
studies with different project types would allow for more generalisable re-
sults. It could also allow the theoretical models for the development effort
and usability to be worked out.
To make attributes comparable to other attributes — in order to estimate
the impact of attributes —, the results for the attributes should be denoted
as general as possible. This future work section proposes a way to generalise
quality attributes in terms of money. Money is always something that is
considered and it can — once quantified — be compared between attributes.
That way the impact of the rendering paradigms can be expressed as a sum
of increases and decreases in revenue, yielding a total which aids in making
the choice between the paradigms.

The remainder of this chapter sketches how quality attributes could be gen-
eralised.

Client page load time
Based on the network waterfalls from the pilot study (Figure 4.1 and Fig-
ure 4.2) it becomes clear that some requests depend on each other, blocking
the actual rendering of the content until that chain of blocking requests is
resolved.
The load time Tr of a single blocking requestBR depends on the fixed average
client bandwidth Bc, client average latency Lc, server processing delay Ds,
and the size of the request S(req)BR and response S(res)BR. Thus, the load
time TBR can be computed as in Equation 8.0.1.
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Equation 8.0.1

TBR = Lc +
S(req)BR

Bc
+Ds +

S(res)BR

Bc

Therefore, to generalise based on the waterfall, the complete load time Tload is
the sum of all consecutive blocking requests in the waterfall (Equation 8.0.2).

Equation 8.0.2

Tload =

n∑
i=1

TBRi

Where n is the number of blocking requests in a rendering session. Using
the above generalisation, the increase or decrease in load times for each in-
dividual project can be estimated.

Since the page abandonment rate is proportional to the load times, and the
generated revenue R is proportional to the page abandonment rate, using
the abandonment rate AR(Tload) for the calculated load time the gain or
loss in revenue can estimated as in Equation 8.0.3.

Equation 8.0.3

R = (1 −AR(Tload)) ∗Average(Rclient) ∗ #visitors

Where Average(Rclient) is the average revenue generated per visitor. And
#visitors is the number of visitors of the website. The difference in revenue
for both paradigms can then be denoted as in Equation 8.0.4.

Equation 8.0.4
∆R = RC −RS

Where RC is the revenue estimated for the client-side rendering paradigm
and RS is revenue estimated for the server-side rendering paradigm.

Client: subsequent page load time
Again since the difference in conversion rate CR(Tload) is proportional to
the consecutive load times and the revenue is proportional to the conversion
rate [78], the change in revenue (reusing the Tload from Equation 8.0.2) is as
in Equation 8.0.5.

Equation 8.0.5

R = CR(Tload) ∗AR(checkout) ∗ #visitors

Where CR(Tload) is the conversion rate for a given load time. This means
that a ∆R can again be calculated as seen in Equation 8.0.4.
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Server: throughput
The server throughput could also be generalised. For others projects one
could profile the application (assuming there is already a server-side imple-
mentation) and calculate the amount of time spent on rendering. The upper
bound of the gain in throughput δthroughput is then given in Equation 8.0.6.

Equation 8.0.6

δthroughput =
total time

total time− rendering time

Where total time is the total time needed to process a request and rendering
time is time spent on rendering the HTML content for the particular request.
A higher throughput means that less server resources are needed to handle
the same amount of clients. This means that after calculating the upper
bound of the gain in throughput, also the lower bound of optimised server
cost can be calculated (assuming the current server cost ServerCostC needed
for the throughput is known).

Equation 8.0.7

ServerCostC =
ServerCostS
δthroughput

Where ServerCostC is the server costs for client-side rendering, while Server-
CostS is the server costs for server-side rendering.
This can then again be written as a difference in value to compare those
values with other values in the framework:

Equation 8.0.8

∆cost = ServerCostC − ServerCostS

Where ∆cost is the difference in cost and is useful to compare the increase
or decrease in cost by switching between the paradigms.

Server: bandwidth
The server bandwidth could also be generalised:

Equation 8.0.9

δB =
Bserialised

BHTML

Where δB is the gain in bandwidth, because serialising the data (denoted by
Bserialised) generates smaller data size than HTML encoded data (denoted
by BHTML). This can lead to a decrease in bandwidth cost.
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Given the number of requests #requests handled by the server, the size of
those requests size(request) and server data cost cost(byte), the cost of the
bandwidth cost(B) can be calculated as in Equation 8.0.10.

Equation 8.0.10

cost(B) = #requests ∗ size(request) ∗ cost(byte)

The new cost as a result of the gain in bandwidth for client-side rendering
C is then as in Equation 8.0.11.

Equation 8.0.11
costC(B) = δB ∗ costS(B)

This can then again be written as a difference in value to compare those
values with other values in the framework (Equation 8.0.12).

Equation 8.0.12

∆cost = costC(B) − costS(B)
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Appendix

Survey
Pie-charts
Demographic Related Questions
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Professional
Student
Hobbyist
Retired

Figure 8.1: Occupation of the respondents
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Master’s degree
Some college/universitywithout earning a degree
Secondary school
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Professional degree
I never completed any formal education
Doctoral degree

Figure 8.2: Highest Education of the respondents



APPENDIX 70

3%

6%

2%

6%
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6%

20%

30%

16%

2%

No experience
0 - 2 years
3 - 5 years
6 - 8 years
9 - 11 years
12 - 14 years
15 - 17 years
18 - 20 years
21 - 23 years
24 - 26 years
27 - 29 years
30 or more years

Figure 8.3: Experience in Software Development

19%

81%

Yes No

Figure 8.4: Experience with client-side rendering frame-
works (like Angular, Vue, React).
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Quality Attributes Related Questions

29%

27%

44%

Client-side rendering
Server-side rendering
It doesn't matter

Figure 8.5: Preference of paradigm.
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21%

11%
10%

14%

18%

11%

Testability Development Effort Code Quality Extendability
Scalability Performance Usability

Figure 8.6: Which metrics have the most influence on the
choice of paradigm.
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14%

27%

44%

16%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.7: Which paradigm is most testable.

16%

39%
8%

38%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.8: Which paradigm is most modifiable.

8%

22%

11%
59%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.9: Which paradigm is most flexible.
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8%

22%

22%

48%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.10: Which paradigm requires most development
effort.

13%

38%
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41%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.11: Which paradigm yields most duplicate code.

19%

31%

13%

38%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.12: Which paradigm yields code defects/bugs.
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5%

30%

36%

30%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.13: Which paradigm yields more maintainable
code?

16%

27%

31%

27%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.14: Which paradigm yields more efficient code?

9%

19%

22%

50%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.15: Which paradigm yields better usability?
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19%

30%

17%

34%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.16: Which paradigm results in best extendability?

14%

16%

22%

48%

Client-side rendering Server-side rendering
There is no noticeable difference I don't know

Figure 8.17: Which paradigm scales best?

39%

14%

47%

Client-side rendering still isn't optimal yet regarding SEO
There is no noticeable difference
I don't know

Figure 8.18: Do you think the impact of client-side render-
ing on SEO is still noticeable anno 2018?
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31%

20%

48%

Client-side rendering yields higher server load
Server-side rendering yields higher server load
There is not noticeable difference
I don't know

Figure 8.19: Did you notice impact on server load using
one of the paradigms?



Thesis Survey
Comparing Client-side rendering with Server-side rendering
June 6, 2018 9:52 AM MDT

1 - Age

Under 18 years old

18 - 24 years old

25 - 34 years old

35 - 44 years old

45 - 54 years old

55 - 64 years old

65 years or older

0 5 10 15 20 25 30

Showing Rows: 1 - 8 Of 8

# Field
Choice
Count

1 Under 18 years old 0.00% 0

2 18 - 24 years old 33.33% 21

3 25 - 34 years old 49.21% 31

4 35 - 44 years old 11.11% 7

5 45 - 54 years old 4.76% 3

6 55 - 64 years old 1.59% 1

7 65 years or older 0.00% 0

63
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Complete Survey Questions with Answers



1-1 - Occupation

Student

Professional

Hobbyist

Retired

0 5 10 15 20 25 30 35 40 45 50 55

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Student 15.87% 10

2 Professional 84.13% 53

3 Hobbyist 0.00% 0

4 Retired 0.00% 0

63
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1-2 - Gender

Male

Female

Non-binary,
genderqueer, or

gender
non-conforming

I do not want to
disclose this

0 5 10 15 20 25 30 35 40 45 50 55 60

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Male 93.65% 59

2 Female 4.76% 3

3 Non-binary, genderqueer, or gender non-conforming 0.00% 0

4 I do not want to disclose this 1.59% 1

63
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1-3 - Highest Education

I never completed
any formal education

Primary/elementary
school

Secondary school

Some
college/university
without earning a

degree

Associate degree

Bachelor’s degree

Master’s degree

Professional degree

Doctoral degree

0 5 10 15 20 25 30 35

Showing Rows: 1 - 10 Of 10

# Field
Choice
Count

1 I never completed any formal education 0.00% 0

2 Primary/elementary school 1.59% 1

3 Secondary school 7.94% 5

4 Some college/university without earning a degree 12.70% 8

5 Associate degree 6.35% 4

6 Bachelor’s degree 50.79% 32

7 Master’s degree 19.05% 12

8 Professional degree 1.59% 1

9 Doctoral degree 0.00% 0
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1-4 - Experience in Software Development

No experience

0 - 2 years

3 - 5 years

6 - 8 years

9 - 11 years

12 - 14 years

15 - 17 years

18 - 20 years

21 - 23 years

24 - 26 years

27 - 29 years

30 or more years

0 2 4 6 8 10 12 14 16 18

# Field
Choice
Count

1 No experience 1.59% 1

2 0 - 2 years 15.87% 10

3 3 - 5 years 28.57% 18

4 6 - 8 years 20.63% 13

5 9 - 11 years 6.35% 4

6 12 - 14 years 7.94% 5

7 15 - 17 years 1.59% 1

8 18 - 20 years 6.35% 4

9 21 - 23 years 1.59% 1

10 24 - 26 years 6.35% 4
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Showing Rows: 1 - 13 Of 13

11 27 - 29 years 0.00% 0

12 30 or more years 3.17% 2
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1-5 - Years Since Learning to Code

0-2 years

3-5 years

6-8 years

9-11 years

12-14 years

15-17 years

18-20 years

21-23 years

24-26 years

27-29 years

30 or more years

0 2 4 6 8 10 12 14 16 18

# Field
Choice
Count

1 0-2 years 6.35% 4

2 3-5 years 9.52% 6

3 6-8 years 26.98% 17

4 9-11 years 12.70% 8

5 12-14 years 19.05% 12

6 15-17 years 4.76% 3

7 18-20 years 11.11% 7

8 21-23 years 1.59% 1

9 24-26 years 1.59% 1

10 27-29 years 1.59% 1

11 30 or more years 4.76% 3
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Showing Rows: 1 - 12 Of 12
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1-6 - Years of Professional Coding Experience

0-2 years

3-5 years

6-8 years

9-11 years

12-14 years

15-17 years

18-20 years

21-23 years

24-26 years

27-29 years

30 or more years

0 2 4 6 8 10 12 14 16 18 20 22 24

# Field
Choice
Count

1 0-2 years 36.51% 23

2 3-5 years 23.81% 15

3 6-8 years 17.46% 11

4 9-11 years 6.35% 4

5 12-14 years 7.94% 5

6 15-17 years 1.59% 1

7 18-20 years 4.76% 3

8 21-23 years 0.00% 0

9 24-26 years 1.59% 1

10 27-29 years 0.00% 0

11 30 or more years 0.00% 0
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Showing Rows: 1 - 12 Of 12
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1-7 - Company Size

Fewer than 10
employees

10 to 19 employees

20 to 99 employees

100 to 499
employees

500 to 999
employees

1,000 to 4,999
employees

5,000 to 9,999
employees

10,000 or more
employees

0 2 4 6 8 10 12 14 16 18 20 22

Showing Rows: 1 - 9 Of 9

# Field
Choice
Count

1 Fewer than 10 employees 40.38% 21

2 10 to 19 employees 19.23% 10

3 20 to 99 employees 15.38% 8

4 100 to 499 employees 9.62% 5

5 500 to 999 employees 1.92% 1

6 1,000 to 4,999 employees 1.92% 1

7 5,000 to 9,999 employees 1.92% 1

8 10,000 or more employees 9.62% 5

52
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1-8 - Do you have experience with client-side rendering frameworks / single page

application frameworks (like Angular, React, Vue, ...)?

Yes

No

0 5 10 15 20 25 30 35 40 45 50 55

Showing Rows: 1 - 3 Of 3

# Field
Choice
Count

1 Yes 80.95% 51

2 No 19.05% 12
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1-9 - What’s your preference? Server-side rendering or client-side rendering?

45.16%

25.81%

29.03%

 Client-side rendering  Server-side rendering  It doesn't matter

Showing Rows: 1 - 4 Of 4

# Field
Choice
Count

1 Client-side rendering 45.16% 28

2 Server-side rendering 25.81% 16

3 It doesn't matter 29.03% 18

62

Client-side rendering

Server-side rendering

It doesn't matter

0 5 10 15 20 25 30
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1-10 - Which of the following metrics influence your choice between server-side rendering

and client-side rendering the most?

Testability

Development Effort

Code Quality

Extendability

Scalability

Performance

Usability

0 5 10 15 20 25 30 35 40 45

Showing Rows: 1 - 8 Of 8

# Field Choice Count

1 Testability 10.29% 21

2 Development Effort 18.63% 38

3 Code Quality 14.71% 30

4 Extendability 10.29% 21

5 Scalability 11.27% 23

6 Performance 20.59% 42

7 Usability 14.22% 29

204
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1-11 - Which paradigm is most testable?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 5 10 15 20 25 30

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 14.29% 9

2 Server-side rendering 44.44% 28

3 There is no noticeable difference 26.98% 17

4 I don't know 14.29% 9

63
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1-12 - Which paradigm is more modifiable?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 2 4 6 8 10 12 14 16 18 20 22 24 26

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 38.10% 24

2 Server-side rendering 7.94% 5

3 There is no noticeable difference 39.68% 25

4 I don't know 14.29% 9

63
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1-13 - Which paradigm is more flexible?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 5 10 15 20 25 30 35 40

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 58.73% 37

2 Server-side rendering 11.11% 7

3 There is no noticeable difference 22.22% 14

4 I don't know 7.94% 5

63
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1-14 - Which paradigm requires most development effort?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 5 10 15 20 25 30

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 49.21% 31

2 Server-side rendering 22.22% 14

3 There is no noticeable difference 22.22% 14

4 I don't know 6.35% 4

63
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1-15 - Which paradigm yields most duplicate code?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 2 4 6 8 10 12 14 16 18 20 22 24 26

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 39.68% 25

2 Server-side rendering 9.52% 6

3 There is no noticeable difference 38.10% 24

4 I don't know 12.70% 8

63
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1-16 - Which one of the paradigms yields more code defects/bugs?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 2 4 6 8 10 12 14 16 18 20 22 24 26

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 38.10% 24

2 Server-side rendering 12.70% 8

3 There is no noticeable difference 30.16% 19

4 I don't know 19.05% 12

63
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1-17 - Which paradigm yields more maintainable code?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 2 4 6 8 10 12 14 16 18 20 22 24

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 28.57% 18

2 Server-side rendering 36.51% 23

3 There is no noticeable difference 30.16% 19

4 I don't know 4.76% 3

63
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1-18 - Which paradigm yields more efficient code?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 2 4 6 8 10 12 14 16 18 20 22

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 26.98% 17

2 Server-side rendering 31.75% 20

3 There is no noticeable difference 26.98% 17

4 I don't know 14.29% 9

63
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1-19 - Which paradigm yields better usability?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 5 10 15 20 25 30 35

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 50.79% 32

2 Server-side rendering 20.63% 13

3 There is no noticeable difference 19.05% 12

4 I don't know 9.52% 6
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1-20 - Which paradigm results in best extendability?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 2 4 6 8 10 12 14 16 18 20 22

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 33.33% 21

2 Server-side rendering 17.46% 11

3 There is no noticeable difference 30.16% 19

4 I don't know 19.05% 12

63
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1-21 - Which paradigm scales best?

Client-side rendering

Server-side rendering

There is no
noticeable difference

I don't know

0 5 10 15 20 25 30

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering 47.62% 30

2 Server-side rendering 22.22% 14

3 There is no noticeable difference 15.87% 10

4 I don't know 14.29% 9
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1-22 - Do you think the impact of client-side rendering on SEO is still noticeable anno

2018?

Client-side rendering
still isn't optimal

yet regarding SEO

There is no noticeable
difference

I don't know

0 5 10 15 20 25 30

Showing Rows: 1 - 4 Of 4

# Field
Choice
Count

1 Client-side rendering still isn't optimal yet regarding SEO 46.03% 29

2 There is no noticeable difference 14.29% 9

3 I don't know 39.68% 25
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1-23 - Did you notice impact on server load using one of the paradigms?

End of Report

Client-side rendering
yields higher server

load

Server-side rendering
yields higher server

load

There is not
noticeable difference

I don't know

0 5 10 15 20 25 30

Showing Rows: 1 - 5 Of 5

# Field
Choice
Count

1 Client-side rendering yields higher server load 0.00% 0

2 Server-side rendering yields higher server load 49.21% 31

3 There is not noticeable difference 20.63% 13

4 I don't know 30.16% 19

63
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Case Study Waterfalls

Figure 8.20: Network waterfall of client-side rendering for
initial page load for Wordpress theme.
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Figure 8.21: Network waterfall of server-side rendering for
initial page load for Wordpress theme.
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Figure 8.22: Network waterfall of client-side rendering for
next page load for Wordpress theme.

Figure 8.23: Network waterfall of server-side rendering for
next page load for Wordpress theme.
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